**Java**

Java is a **programming language** and a **platform**.

**Platform**: Any hardware or software environment in which a program runs, is known as a platform.

Java Example

1. **class** Simple
2. {
3. **public** **static** **void** main(String args[])
4. {
5. System.out.println("Hello Java");
6. }
7. }

**For installing JAVA we need**

JDK

The Java Development Kit (JDK) is a software development environment which is used to develop Java applications and [applets](https://www.javatpoint.com/java-applet)

. It physically exists. It contains JRE + development tools.

### JRE

The Java Runtime Environment is a set of software tools which are used for developing Java applications.It contains library files and convert datas into byte format.

### JVM

It is called a virtual machine because it doesn't physically exist. It is a specification that provides a runtime environment in which Java bytecode can be executed. It can also run those programs which are written in other languages and compiled to Java bytecode.

**Data Types**

1. Premetive Data Type

2. Non Premetive Data types

**Premetive Data Type**

A primitive data type specifies the size and type of variable values.

There are eight primitive data types in Java

1 int Stores whole numbers

2 long Stores whole numbers

3short Stores whole numbers

4 byte Stores whole numbers

5 char Stores a single character

6 boolean Stores a true/false value

7 float Stores fractional numbers

8double Stores fractional numbers upto 15 decimal numbers.

Examples

### Byte

byte myNum = 100;

System.out.println(myNum);

### Short

short myNum = 5000;

System.out.println(myNum);

### Int

int myNum = 100000;

System.out.println(myNum);

### Long

long myNum = 15000000000L;

System.out.println(myNum);

### Float

### float f1=12.25468f;

### System.out.println("Value of f1=" +f1);

### Double

double myNum = 19.99d;

System.out.println(myNum);

Boolean

boolean a1=true,a2=false;

System.out.println("value of a1 is always " +a1+" value of a2 is always "+a2);

Char

char c1='a',c2='b';

System.out.println("characters are " +c1+c2);

**Non Premetive Type/Wrapper class/Predefined class**

Non-primitive data types are called **reference types** because they refer to objects. Non-primitive types are created by the programmer and is not defined by Java (except for String).

Examples are

1 String

2 Array

3 Integer

**Varibles used in JAVA**

1.Local Variables

2 Static Variables

3 Instance Variables

**Command Line**

The java command-line argument is an argument i.e. passed at the time of running the java program.

Example 1

public static void main(String args[])

{

System.out.println("My name is "+args[0]);

System.out.println("Name2 is "+args[1]);

}

}

Example 2

int n =Integer.parseInt(args[0]);

int n1=Integer.parseInt(args[1]);

int sum=n+n1;

System.out.println("sum= "+sum);

**Conditional Statements**

**IF Statement**

Types of IF statements are

1 simple if

2 else if

3 else if ladder

4 nested if

**Operators in JAVA**

**1 Urinary operator**

Used for increment/decrement function.

Eg: i++ , i— , i=i+1, i=i-1

**2 Arithmetical Operator**

Arithmetic operators are used to perform common mathematical operations.

Types are **+, - , / , \* , %**

**3 Assignment Operator**

Assignment operators are used to assign values to variables

**=**

Eg: int a=10

4 Shift Operator

<< , >>

5 Relational Operator

Used to compare two values

> ,< , <= , >=, ==, !=

6 Logical Operator

Logical operators are used to determine the logic between variables or values

AND (&&) OR (||)

**Simple IF Syntax**

if(condition)

{ }

**Else IF Syntax**

if(condition 1)

{ }

else

{statement}

**Else IF Ladder Syntax**

if(condition 1)

{}

else if

{condition 2}

……

else

{statement}

**Nested IF**

if(condition 1)

{

if

{condition 1}

else if

{condition 2}

……..

else

{condition n}

}

else

{statement}

Looping Statements

The Java for loop is used to iterate a part of the program several times. If the number of iteration is **fixed**, it is recommended to use for loop.

There are three types of for loops in Java.

1. For loop
2. While
3. Do While

**1 For Loop**

A looping statements consists of

1. **Initialization**: It is the initial condition which is executed once when the loop starts. Here, we can initialize the variable, or we can use an already initialized variable. It is an optional condition.
2. **Condition**: It is the second condition which is executed each time to test the condition of the loop. It continues execution until the condition is false. It must return boolean value either true or false. It is an optional condition.
3. **Increment/Decrement**: It increments or decrements the variable value. It is an optional condition.
4. **Statement**: The statement of the loop is executed each time until the second condition is false.

Syntax of for loop

**public** **class** ForExample {

**public** **static** **void** main(String[] args) {

    //Code of Java for loop

**for**(**int** i=1;i<=10;i++){

        System.out.println(i);

    }

}

**2 While Loop(Also known as Entry Controlled)**

*While loop* is used to iterate a part of the [program repeatedly until the specified Boolean condition is true. As soon as the Boolean condition becomes false, the loop automatically stops.](https://www.javatpoint.com/programs-list)

The while loop is considered as a repeating if statement. If the number of iteration is not fixed, it is recommended to use the while [loop](https://www.javatpoint.com/java-for-loop).

**Syntax**

**while** (condition)

{

 Increment / decrement statement

}

**3 DO While Loop(Also known as Exit Controlled)**

The Java do-while loop is used to iterate a part of the program repeatedly, until the specified condition is true. If the number of iteration is not fixed and you must have to execute the loop at least once, it is recommended to use a do-while loop.

**Syntax**

**Do**

{

//code to be executed / loop body

//update statement

}

**while** (condition);

**Single line Command**

The single-line comment is used to comment only one line of the code.

Eg: //int a

**Multi line Command**

Multi line comments in Java **start with /\* and end with \*/**. You can comment multiple lines just by placing them between /\* and \*/.

# Switch Statement

The Java switch statement executes one statement from multiple conditions. It is like [if-else-if](https://www.javatpoint.com/java-if-else) ladder statement. The switch statement works with byte, short, int, long, enum types, String and some wrapper types like Byte, Short, Int, and Long.

Each case statement can have a break statement which is optional. When control reaches to the [break statement](https://www.javatpoint.com/java-break), it jumps the control after the switch expression. If a break statement is not found, it executes the next case.

**switch**(expression){

**case** value1:

 //code to be executed;

**break**;

**case** value2:

 //code to be executed;

**break**;

......

**default**:

  code to be executed **if** all cases are not matched;

}

# Break Statement

When a break statement is encountered inside a loop, the loop is immediately terminated and the program control resumes at the next statement following the loop.

**Syntax**

break;

# Countinue Statement

The Java continue statement is used to continue the loop. The continue statement is used in loop control structure when you need to jump to the next iteration of the loop immediately.

**Syntax**

countine:

**Array**

**Java array** is an object which contains elements of a similar data type. The elements of an array are stored in a contiguous memory location. Array in Java is index-based, the first element of the array is stored at the 0th index, 2nd element is stored on 1st index and so on.

There are two types of array.

* Single Dimensional Array
* Multidimensional Array

**Single Dimensional Array**

Syntax

1. dataType[] arr; (or)
2. dataType []arr; (or)
3. dataType arr[];

## Declaration and Instantiation together

Syntax

**int** a[]={33,3,4,5}; //declaration, instantiation and initialization

**Multi Dimensional Array**

In such case, data is stored in row and column based index (also known as matrix form).

Syntax

int a[][];

Int a[][]={{1,2,3},{4,5,6},{7,8,9}}; //consist of 3 row and 3 column

**Methods in Java**

1.Static Method

2.Non static Method/Instance Method

**Static Method**

If you declare any variable as static, it is known as a static variable.To invoke a static method ,we use the syntax

**Class name.method name**

**Instance Method**

Instance method are methods which require an object of its class to be created before it can be called. To invoke a instance method, we have to create an Object of the class in within which it defined.

Syntax

**Classname obj=new classname()**

**Obj.methodname()**

**Difference between Static and Non static Methods**

**Static Method**

* Static methods are the methods in Java that can be called without creating an object of class
* Static method is declared with static keyword.
* Static methods can access the static variables and static methods directly.

**Non Static Method/Instance Method**

* Instance method are methods which require an object of its class to be created before it can be called
* Instance method is not with static keyword.
* Instance method can access the instance methods and instance variables directly.

**OverLoading**

Overloading **allows different methods to have the same name**, but different signatures where the signature can differ by the number of input parameters or type of input parameters or both.

## Advantage of method overloading

Method overloading increases the readability of the program.

### Different ways to overload the method

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

Eg: public void sum(int a,int b)

public void sum(int a,int b,int c)

public void sum(int a,float b)

# Constructors in Java

In [Java](https://www.javatpoint.com/java-tutorial), a constructor is a block of codes similar to the method. It is called when an instance of the [class](https://www.javatpoint.com/object-and-class-in-java) is created. At the time of calling constructor, memory for the object is allocated in the memory.

There are two types of constructors in Java: **default constructor**, and **parameterized constructor.**

There are two rules defined for the constructor.

1. Constructor name must be the same as its class name
2. A Constructor must have no explicit return type
3. A Java constructor cannot be abstract, static, final, and synchronized

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| A constructor is used to initialize the state of an object. | A method is used to expose the behavior of an object. |
| A constructor must not have a return type. | A method must have a return type. |
| The constructor is invoked implicitly. | The method is invoked explicitly. |
| The Java compiler provides a default constructor if you don't have any constructor in a class. | The method is not provided by the compiler in any case. |
| The constructor name must be same as the class name. | The method name may or may not be same as the class name |

Explicit means done by the programmer. **Implicit means done by the JVM** or the tool , not the Programmer. For Example: Java will provide us default constructor implicitly. Even if the programmer didn't write code for constructor, he can call default constructor

Eg of Constructor

Calss JavaTest //class creation

{

Public JavaTest() //constructor creation

{

}

# Inheritance in Java

**Inheritance in Java** is a mechanism in which one object acquires all the properties and behaviors of a parent object. It is an important part of [OOPs](https://www.javatpoint.com/java-oops-concepts) (Object Oriented programming system). Inheritance represents the **IS-A relationship** which is also known as a parent-child relationship.

Terms used in Inheritance

* **Class:** A class is a group of objects which have common properties. It is a template or blueprint from which objects are created.
* **Sub Class/Child Class:** Subclass is a class which inherits the other class. It is also called a derived class, extended class, or child class.
* **Super Class/Parent Class:** Superclass is the class from where a subclass inherits the features. It is also called a base class or a parent class.
* **Reusability:** As the name specifies, reusability is a mechanism which facilitates you to reuse the fields and methods of the existing class when you create a new class. You can use the same fields and methods already defined in the previous class.

The syntax of Java Inheritance

**class** Subclass-name **extends** Superclass-name

The **extends keyword** indicates that you are making a new class that derives from an existing class. The meaning of "extends" is to increase the functionality.

## Types of inheritance in java

On the basis of class, there can be three types of inheritance in java: **single, multilevel and hierarchical.**

![Types of inheritance in Java](data:image/png;base64,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)

## Single Inheritance

When a class inherits another class, it is known as a single inheritance.

**public** **class** Parent1

{

**public** **void** print()

{

System.***out***.println("i am aparent class");

}

**public** **class** Child1 **extends** Parent1

{

**public** **static** **void** main(String[] args)

{

Child1 obj=**new** Child1();

obj.print();

}

## Multilevel Inheritance

When there is a chain of inheritance, it is known as multilevel inheritance.

**class** Animal{   //parent class

**void** eat(){System.out.println("eating...");}

}

**class** Dog **extends** Animal{   //child class1

**void** bark(){System.out.println("barking...");}

}

**class** BabyDog **extends** Dog{   //child class2

**void** weep(){System.out.println("weeping...");}

}

**class** TestInheritance2{

**public** **static** **void** main(String args[]){

BabyDog d=**new** BabyDog();

d.weep();

d.bark();

d.eat();   }

Output:

weeping...

barking...

eating...

## Hierarchical Inheritance

When two or more classes inherits a single class, it is known as hierarchical inheritance.

**class** Animal{

**void** eat(){System.out.println("eating...");}

}

**class** Dog **extends** Animal{

**void** bark(){System.out.println("barking...");}

}

**class** Cat **extends** Animal{

**void** meow(){System.out.println("meowing...");}

}

**class** TestInheritance3{

**public** **static** **void** main(String args[]){

Cat c=**new** Cat();

c.meow();

c.eat();

//c.bark();//C.T.Error

}}

Output:

meowing...

eating...

# 

# Access Modifiers in Java

The access modifiers in Java specifies the accessibility or scope of a field, method, constructor, or class. We can change the access level of fields, constructors, methods, and class by applying the access modifier on it.

There are four types of Java access modifiers:

1. **Private**: The access level of a private modifier is only within the class. It cannot be accessed from outside the class.
2. **Default**: The access level of a default modifier is only within the package. It cannot be accessed from outside the package. If you do not specify any access level, it will be the default.
3. **Protected**: The access level of a protected modifier is within the package and outside the package through child class. If you do not make the child class, it cannot be accessed from outside the package.
4. **Public**: The access level of a public modifier is everywhere. It can be accessed from within the class, outside the class, within the package and outside the package.

# 

# Overloading

If a class has multiple methods having same name but different in parameters, it is known as **Method Overloading**.

## Advantage of method overloading

Method overloading increases the readability of the program.

### Different ways to overload the method

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

Example

**class** Adder{

**static** **int** add(**int** a,**int** b){**int c=** a+b;}

**static** **int** add(**int** a,**int** b,**int** c){**int d=** a+b+c;}

}

**class** TestOverloading1{

**public** **static** **void** main(String[] args){

System.out.println(Adder.add(11,11));

System.out.println(Adder.add(11,11,11));

}}

# Super Keyword in Java

The **super** keyword in Java is a reference variable which is used to refer immediate parent class object.

## Usage of Java super Keyword

1. super can be used to refer immediate parent class instance variable.
2. super can be used to invoke immediate parent class method.
3. super() can be used to invoke immediate parent class constructor.

# 

# Overriding in Java

If subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in Java**.

#### Rules for Java Method Overriding

1. The method must have the same name as in the parent class
2. The method must have the same parameter as in the parent class.
3. There must be an IS-A relationship (inheritance).

# Aggregation

When a class access another class without a Parent-Child relationship is called aggregation.Here there is a HAS-A relationship.

# Encapsulation

**Encapsulation in Java** is a process of wrapping code and data together into a single unit.

It is a way to achieve **data hiding** in Java because other class will not be able to access the data through the private data members.

By providing only a setter or getter method, you can make the class **read-only or write-only**.

# Final Keyword In Java

The **final keyword** in java is used to restrict the user. The java final keyword can be used in many context. Final can be:

1. variable
2. method
3. class

## final variable

If you make any variable as final, you cannot change the value of final variable(It will be constant).

## final method

If you make any method as final, you cannot override it.

## final class

If you make any class as final, you cannot extend it.

Abstraction

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only essential things to the user and hides the internal details

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

Abstract class

A class which is declared as abstract is known as an **abstract class**. It can have abstract and non-abstract methods. It needs to be extended and its method implemented

* An abstract class must be declared with an abstract keyword.
* It can have abstract and non-abstract methods.
* It can have final methods which will force the subclass not to change the body of the method

# Interface in Java

An **interface in Java** is a blueprint of a class. There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and **multiple**[**inheritance in Java**](https://www.javatpoint.com/inheritance-in-java)**.**

In other words, you can say that interfaces can have abstract methods and variables. It cannot have a method body.